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ABSTRACT The ‘Big Data’ of yesterday is the ‘data’ of today. As technology progresses, new challenges
arise and new solutions are developed. Due to the emergence of Internet of Things applications within the
last decade, the field of Data Mining has been faced with the challenge of processing and analysing data
streams in real-time, and under high data throughput conditions. This is often referred to as the Velocity
aspect of Big Data. Whereas there are numerous reviews on Data Stream Mining techniques and applications,
there is very little work surveying Data Stream processing paradigms and associated technologies, from data
collection through to pre-processing and feature processing, from the perspective of the user, not that of
the service provider. In this article, we evaluate a particular type of solution, which focuses on streaming
data, and processing pipelines that permit online analysis of data streams that cannot be stored as-is on the
computing platform. We review foundational computational concepts such as distributed computation, fault-
tolerant computing, and computational paradigms/architectures. We then review the available technological
solutions, and applications that pertain to data stream mining as case studies of these theoretical concepts.
We conclude with a discussion of the field of data stream processing/analytics, future directions and research
challenges.

INDEX TERMS Big data applications, Internet of Things (IoT), edge computing, distributed computing,

pipeline processing.

I. INTRODUCTION

Stemming from recent technological advancement, what
came to be coined the ‘Data Era’ [1]-[3] is now concur-
rent to a dramatic increase in the portability of computer-
ized devices. The omnipresent inter-connectivity of these
technologies supports access to an unprecedented amount
of information and, more so, to the sources of this data in
real-time [4]. Nearly every action on an electronic device
generates data, which is stored for future use because of its
foreseen informational value.

Raw Data, however, is now almost rendered useless as
their unrefined and unconstrained nature, combined with the
amount of redundancy and sheer volume make them difficult
to manage [3]. In order to benefit from this data, there is thus
a growing need for data contextualisation and interpretation;
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until the end of the last decade, this work was conducted by
human experts and data was gathered at an increasing pace
such that we are currently generating more data than any
human could ever assimilate [5], [6].

Big Data analysis techniques, i.e. the method of processing
and analyzing ‘Big’ amounts of data, is proposed as the
solution. Through the use of computerized frameworks and
architectures, human experts may augment their abilities,
rendering the distillation of raw data and the subsequent
decision-making automation tractable.

A. BIG DATA, OVER 20 YEARS LATER

The term Big Data is commonly thought to have been coined
by John R. Mashey in 1998 at Silicon Graphics [7], [8].
However, its true origin may extend back to the early 90s
[9]. Since then, its popularity has grown in parallel with the
exponential increase of the amount of data being produced,
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to the point where, in the present day, everyone in the IT world
wants "to do Big Data’ [2], [5], [10]-[15].

The term Big Data suffers from a ‘buzz word’ effect,
which led to widespread imprecise definitions, however it
is typically understood as an umbrella term encompassing a
variety of techniques applied to the analysis of large amounts
of data within a defined timeframe [12], [16], [17] (See
Figure 8). This concept of Big Data poses sizeable multidis-
ciplinary challenges, including the need for distributed and
high-performance computing, parallel computing, statistics,
machine learning, non-structured data treatment, networking,
database design, and IT infrastructure. In light of the lack of a
precise and consensual definition [18]-[20], for the purpose
of this article, we consider ‘Big Data processing’ to include
any operations conducted on a dataset resulting in a process
too voluminous to be handled efficiently and in a tractable
way on a single machine. This is consistent with a previ-
ously used definition [21], and can be extended to include
data acquisition, management, and storage: all of which are
aspects that became critical to the way data are processed,
often in server-less contexts.

Despite these semantic considerations, this new field has
had a striking impact on industries and institutions, who
suddenly realized the value of the data they had been col-
lecting without a clear purpose [14]. The thorough analysis
of that information enabled many organisations to optimize
their business strategies and more efficiently target potential
opportunities [2], [6]. This trend also led to the emergence of
‘Big Data’ consultancies that offered support and services to
companies that wanted to use ‘Big Data’ but did not have the
appropriate expertise or resources to do so. [15], [22]-[24].

As established companies navigate this new and grow-
ing technological landscape, the number of industry-specific
issues grows alongside the number of technological solutions
available, and this upward trend leaves newcomers with the
difficult task of understanding and assessing the available Big
Data tools based on their and characteristics.

B. THE SOLUTION LANDSCAPE

Understanding the architectures available to ‘do” Big Data
is no simple task: of the numerous solutions in the market,
no single problem comes with a unique middleware combi-
nation that will solve the issue; there is no generic way to
do things. In addition to the difficulty arising from the sheer
number of tools at our disposal, other factors complicate and
influence decision making.

Big Data empowering businesses, termed ‘providers’,
position themselves as intermediary agents facilitating enter-
prise operations, either through a service and/or the distri-
bution of ready-to-use tailored solutions. In the former case,
the provider will disclose some documentation and APIs for
clients to make use of the service provided, billing the service
accordingly and retaining the information about the code
and/or any optimized setup of the core service behind closed
doors (the ‘black box’ business model). In the latter case,
the provider often provides the solution for free (sometimes
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open source) with minimal developer/administrator docu-
mentation, adopting a business model centered on monetisa-
tion of customer assistance (the ‘grey box’ business model).

Unfortunately, many solutions offer only slight variations
to each other within the same processing paradigm, and are
most often based on outdated scientific publications with
limited relevance to the state of the art. As they are ini-
tially created to answer a specific problem, these solutions
have their own innovations and operative modes (Apache
Kafka/Samza by LinkedIn, OpenStack by Rackspace Hosting
and NASA, Apache FlumeJava/Millwheel/Beam by Google,
etc), but as they are developed further, they may be extended
to operate outside their original specifications, regardless of
whether they can excel and respond to the specific needs of
their creators in their modified state.

This variability creates a fragmented technological land-
scape that is difficult, if not impossible, to map using a uni-
fied, quantified benchmark. Although attempts at mapping
the landscape have been made [25]-[27], the usefulness of
these works suffers from the small number of systems they
can address, compared with the large number of potential
system combinations: a given benchmark is only valid where
itis performed on comparable hardware, using the exact same
version of the code and dependencies -constraints that can
rarely be met when reproducing published benchmarks.

Note that a substantial effort has been made to formulate
hardware-agnostic benchmarking tools capable of bypassing
these limitations in order to compare solutions within their
own contexts. Some are expressed as a platform-specific
setup [28], [29], and others as comparison hubs hosting com-
petitions on real-life synthetic problems. Unfortunately these
approaches typically require substantial R&D efforts, which
typical users would not engage with.

In the present review, we provide a field guide for begin-
ner Big Data consumers. Due to the practical limitations of
benchmarking, we approach this question from a qualita-
tive perspective to produce a lasting frame of reference for
the variety of theoretical paradigms and options available.
We achieve this, first, by reviewing the theoretical concepts
surrounding the characterisation of the data and the infras-
tructure supporting their transformation, before handpicking
the most popular middleware as mediums to discuss the
implementation of these theoretical paradigms and possibil-
ities. Through this approach, we hope to provide both tech-
nological pointers and practical explanations of the different
technologies powering the IT backbone of many industries
that leverage Big Data. Finally, we discuss the technologies’
relevance through the lens of practical and hypothetical use
cases, discussing (1) the types of applications available, (2)
the tools best suited to address the applications, and (3) the
problems that could potentially arise in the future considering
the technological trends we observe today.

Il. COMPUTATIONAL CONCEPTS
We introduced Big Data processing as being an interdis-
ciplinary enterprise. The reasons for this stem from the
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requirements for handling big volumes of data with minimal
processing time and high reliability, which force the develop-
ment of specific architectures that can cope with high work-
loads and scale efficiently. Here we introduce the concepts
that define those requirements, and discuss the nature of the
data (and its metrics), the concepts of task distribution (and
scheduling), fault tolerance, and data availability. Finally,
we review the three main computational architectures that
form the foundations of the different engines presented in
Section III.

A. DATA AND DATA STREAMS

The data processed and stored in a given system can be char-
acterised using metrics, regardless of its intended application.
These metrics were initially referred to as the ‘3D/3Vs’ [30]
and later, as the ‘4Vs’ of Big Data [31]-[33] are the: Volume,
Velocity, Variety and Value/Veracity of the data [34], [35] and
each pertains to a particular aspect of information.

Data Volume represents the order of magnitude of the size
of the data without concern for its encoding or its location.

Data Velocity characterises the rate at which a certain
volume of data move. This adds the dimension of time to the
data volumes in the form of frequency of occurrence, arrival,
and the speed of data transfer, throughput, and bandwidth
[23], [36]. Velocity is becoming more relevant and critical as
cloud services are now omnipresent, thus these services are
accessible by anyone, anywhere, at any time. This constraint,
and the fact that those systems are dealing with human users,
has drastic consequences in terms of data rate fluctuation
as they will directly correlate with our human habits and
limitations - and the type of habit they are designed to deal
with.

All data are of a given type. Data Variety is a consequence
of the technological developments of the last decades that saw
the increase of the number of sources of data [37], [38]. This
resulted in the discovery, creation and storage of unstructured
data: less artificially crafted segments of information that
were not necessarily suitable for relational database mod-
els. Unstructured data often complement structured data and
can originate from any sensor interfacing with the natural
world (bio-sensors, scanners, camera, etc...), and in that
respect, ‘Big Data’ storage and processing facilities are likely
have to encounter such a paradigm and must be capable of
handling it.

Data Value has direct consequences for the analysis pro-
cesses in place, and denotes the informational worth of the
data within a defined context [39]. This can range from user
usage statistics providing useful market insight to payment
details and/or financial data that form the backbone of an
industry.

To that effect, we can add another V, the Veracity as
indicator of the reliability of the data: decision making is one
of the key aspects impacted by Big Data processing [39], and
making decisions on reliable data known is imperative - as
such, Veracity is a Value in itself.
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Note that the meaning attributed to the different Vs is
subject to variations (Visualisation, Value, Vulnerability), that
are largely depend upon the context in which ‘Big Data’
is discussed, and on the level of abstraction required with
respect to the technical constraint involved. These character-
istics are important when considering or designing a system
and its proposed usage. For instance, when dealing with data
displaying high Volume but low Velocity, this often translates
into a mitigated emphasis on low latency (see later in the
text) as it becomes more important to maintain the integrity
of a large amount of data when a batch is inbound, than to
parse it quickly to free the system for the next batch. The
Value of the data will also shape the importance of fault
tolerance, whereby the more important the data, the more
stable and robust the system must be, and thus redundancy
often becomes an asset.

Finally, the Veracity of the data will directly impact the
requirements for the manipulation, storage and processing of
the data [39], and each of these aspects may alter the meaning
of the information thus need to be carefully considered to
prevent any data corruption. These steps are crucial for the
efficiency and exactness of any subsequent decision making
process based on the collected data.

Dimensionality: An element paramount to this context is
the minimum number of dimensions necessary to describe the
data to be stored (data dimensionality). Typically, this does
not affect the choice of the storage hardware, or the overall
architecture of the service, however, some database types are
better equipped to deal with certain types of data [23], and
some hardware have advantages over others when it comes
to highly parallel workloads [40].

As an example, consider the following types of dimension-
ality:

« Uni-dimensional: holds a constant value without a time
dimension to store its evolution (e.g. user ID or pass-
word)

o Bi-dimensional: intensity varying through time (e.g.
monochannel sound)

o Tri-dimensional: x,y location components and a pixel
value of a grayscale immage

o Quadri-dimensional: X,y locations of components, pixel
value and time (grayscale video)

As the number of dimension increases linearly, the volume
of data, expressed in raw bits, increases exponentially. This
calls for low complexity algorithm, dimensionality reduction
techniques, and specialized hardware (such as GPU, TPU,
FPGA...) to support the processing of large amounts of data
[41], [42].

Latency and Throughput: Another important element is the
delay in data processing and analytics relative to the data
access in memory, and the time taken by a system to deal
with this. When data are being streamed, the time it takes
to upload the data into the system is a major factor. Latency
characterises the reaction time of a system, e.g. the response
time of a website when a user interacts with it, or the time
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needed for a Big Data application to access and retrieve the
data to operate on [42]. The less latency a system incurs,
the more reactive it is. When involved in a computational
system, this translates into less idle time during which your
data are simply waiting for the engine/system to be able to
acknowledge them. Typically, for batch systems, the latency
time is expressed in hours, whereas real-time systems aim to
express latency in milliseconds, and employ caching mech-
anisms. Another element of data handling systems is the
amount of data they can manage per unit of time, i.e. the
throughput. Unlike latency which is bounded to the software
design, throughput is mainly determined by the nature of the
task and the hardware supporting the operation. Note, also,
that latency is not directly linked to throughput: a system with
high latency can display a high throughput but will lag behind
on user-driven events (batch processing). More details on this
topic can be found in [17].

Batch versus Stream of Data: Independently to the 4Vs
of Big Data is the structure of the assimilation algo-
rithms employed to process the data: either ‘as they come’,
also termed Stream processing, or grouped into chunks on
demand, termed Batch processing.

Stream processing is more similar to event driven systems
where the environment drives their reaction as activation
occurs; they generally enjoy low latency, capturing interac-
tion between different events unfolding and feel very natural
to integrate within user facing systems.

Batch processing is a direct consequence of the specificity
of the hardware supporting the algorithm: within a traditional
x86/x64 architecture, physical processing units and mem-
ory are separated, creating latency when a set of data has
to be requested from either the long term storage (HDD,
SSD) or the volatile memory (RAM). Therefore, instead of
doing multiple data requests and summing the latency of each
call to calculate the overall completion time, it is more time
efficient to wait for all the data requests to be known and
bundle them into a single memory access. This is even more
true when GPU based computing is considered, as the video
memory (VRAM) is generally separated from the central
system memory, and in this case, the addition of all data
request latency could quickly outweigh any benefit of using
GPU computing over CPU computing.

In previous sections, we reviewed the properties that char-
acterise the data and their delivery to a given system, how-
ever we presented the properties irrespectively of the type
of application or context-specific constraints. Those context-
specific constraints are the factors separating an ideal ‘do-it-
all’ system from the systems available in reality. Notably, they
result in the following common issues and practices:

« High volume computing comes with the constraint of
tractability: The goal of conducting an analysis is to
create an informative conditioning of a given dataset.
This should, therefore, be done in tractable time and
within the time window the data remain relevant: e.g.,
there is little practical interest in predicting the price
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for crude oil 20 years ago. This variety of challenge
begins at the data ingestion stage - reading data from
a file of several hundred MBs up to several GBs is
common, however, attempting to read data from a file
of TBs or even PB size becomes very challenging. For
such an amount of data, the design of the system han-
dling the communication between the data source and
the different parts of the analytic pipeline can create
a major bottleneck. In addition to needing the right
choice of software/hardware architecture, routine opti-
misation and partial processing (only selecting the frac-
tion of data representative of the whole) are common
workarounds [43].

When we cannot process any faster, we try to process
many things at once: A single computational node,
even when using multiple cores (parallel computation)
can only process as fast as its hardware enables; even
considering the right data subset to process and the opti-
mal algorithmic implementation, this threshold would
constitute a theoretical upper limit. Common practice
is to set up many parallel physical processing units
capable of digesting data faster than a single unit could
(distributed computation) but this approach also has its
limits, as not all problems may be broken down into tasks
that can occur in parallel.

Parallelism comes with its own formalism and costs:
When a problem is to be allocated to a group of machines
(mapping, a focus of some paradigms), the subsequent
individual tasks have to be coordinated (scheduling) and
distributed such that no single node would choke under
the workload while others stood idle (load balancing).
Results have to be collected and conditioned (reduced,
a focus of some paradigms) for storage. Those two
apparently simple steps come with a susceptibility to
failure and numerous technical constraints. Distributing
work across multiple machines relies heavily on the
network connecting the nodes, whereby if a link, or the
recipient of a task fails at a critical moment, the system
can be left in an undetermined state potentially leading
to data being lost or duplicated. Therefore, the con-
stant monitoring of the system is required to assure
tasks occur successfully, which is not always feasible.
Finally, it is worth mentioning that distributed com-
putation comes with an overhead that stems from the
necessity to pack, transmit, and unpack the data when
transferred from a node to another. As a consequence,
many machines working together on a single problem
will never be able to solve as many tasks as the sum of
their computational power would lead us to expect.
Large jobs should not be lost: Even when using a
computational cluster, some analyses can take days,
weeks or longer. Upon carrying out such an enterprise,
it is important to ensure the completeness and exactness
of the results. As such, technical failures should be
handled in such a way that their occurrence would not
prevent completion (fault tolerance) of the entire process
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nor corrupt the data (lost, duplication, undetermined
state, etc...). This calls for mechanisms such as queu-
ing systems, message re-delivery, task re-scheduling,
and/or result check-pointing that although necessary,
will inevitably generate additional overheads.

The above description of common problems faced by data
processing systems provides insights into what an ideal archi-
tecture would look like: a system capable of managing a large
volume of tasks in parallel, in a resilient environment, that is
easy to monitor and manipulate, and that scales well. Such a
system is (to date) purely hypothetical, however, distributed
systems present numerous qualities similar to this ideal sys-
tem.

Within distributed systems, the reliance on many machines
removes single points of failure from the system, rendering it
more resilient in the long term. It also becomes possible to
maintain and upgrade the system without any service disrup-
tion, by unplugging one/more nodes at a time and re-routing
resources. Moreover, this architecture enables systems that
scale out rather than (or in addition to) scale up: namely,
the system’s performances and capabilities will grow accord-
ing to the number of nodes joining the existing pool, whether
hosted in the same space or rented out from elsewhere. This,
theoretically, enables larger growth than a ‘scaling up’ system
as in this scenario, we are not constrained by the physical limit
of the hardware. The power of the resulting architecture is,
however, only matched to the complexity involved: the addi-
tion of middleware layers and services can result in ‘bulky’
systems that are too difficult to adapt to specific needs. In the
following subsection, we discuss a number of aspects that
must be considered when designing such a platform.

B. TASKS DISTRIBUTION AND COMPUTATION
SCHEDULING

Task distribution is an important component of both dis-
tributed and ‘Big Data’ processing, as it prevents the under-
exploitation and/or exhaustion of resources. If at any point,
the main work queue is populated, all of the computational
nodes should be filled to capacity in order to minimise idle
time and resource loss, while respecting the relative urgency
of the different tasks and the minimum Service Level Agree-
ment expected from the system. Within the well-adopted
Apache Hadoop, this is achieved through a separated service
(Apache YARN - see Section III) that manages the dynamic
negotiation of the resources. The priority of such a software
is to reduce latency and network congestion by distributing
the task with respect to node capacity and data location. The
system should prioritize tasks performed locally, followed by
those within the same vicinity (rack), rather than using nodes
across the board within the same data center.

Although a multitude of schedulers exist, only a few
paradigms tend to be used; these will not be discussed in
full here, but have previously been reviewed by Etsion et al.,
and Sliwo et al. [44], [45]. Here, we present examples of
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FIGURE 1. FIFO scheduler representation: A FIFO Scheduler handles tasks
as they arrive, without concern for the requirements in terms of
computing units. The top part of the figure exposes a task that only
requires two compute units out of nine. The following task (that requires
seven compute units - bottom part of the figure) will nonetheless have to
wait for the completion of the previously submitted small task.

o0

Results

FIGURE 2. Maui scheduler representation: A Maui Scheduler builds
statistics relative to task executions and estimates how much time will be
needed to carry out a computation. The next task will, then, be planned
accordingly. In the figure, the top pipeline shows the green task currently
being executed and estimated to take longer than it will actually take to
complete (extending dashed line the left part of the green task). Should a
task finish ahead of schedule (middle part of the figure), a small task
parked in a backfill queue will be inserted as padding prior to the next
scheduled task. This effectively reduces the overall turnaround time and
increases the throughput of the cluster.

schedulers that we believe are representative of the most
important aspects of large scale computing:

FIFO/FCFS Scheduler. This paradigm is one of the
simplest scheduling frameworks possible. The assump-
tion is that tasks should be executed in order (First In,
First Out or First Come, First Served) [46], even if
this may be inefficient overall (See Figure 1). While
the simplicity of such an arrangement results in a very
low overhead, and in the absence of resource starvation
(no process interruption or computational reduction),
there are drawbacks. For example, the computational
resources can be held in a locked state by a long lasting
process and/or resource that is temporarily inaccessible;
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1.( Cluster Results

—>

FIGURE 3. Capacity scheduler representation: A Capacity Scheduler
provisions resources ahead of time and attributes them to different
entities. Here, the cluster has been split into two blocks of three and six
compute units (between entity green and entity blue), respectively.
Should a given task not use all the resource allocated (1), the scheduler
will allow the larger task to overflow and re-allocate spare resource to
bigger tasks that can use it (2). Regardless, each entity holds priority over
its quota and the overflow permission will be revoked, should a more
demanding task be posted by the green entity.

Results

>
O
L
O
O

—->

>0
U

FIGURE 4. Fair scheduler representation: A Fair Scheduler will always
endeavour to allocate the resources evenly among the submitted tasks.
(1.) shows a single task on the cluster running on all compute units until
(2.) a new task is submitted. The cluster will progressively re-distribute
the resources available until an even division is reached (3.). The process
also occurs should a task complete (4., 5. and 6).

scenarios that are likely to increase the turnaround time
of other jobs significantly, regardless of their respective
size or priority.
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Maui Scheduler. Widely used in the early 2000s among
the HPC community, this batch scheduler aims to order
the execution of tasks to minimize turnaround time
[47]. This is achieved through its advanced reservation
and backfill scheduling capabilities: the Maui Scheduler
estimates the users’ execution time for a job by cal-
culating statistics on the tasks involved. This informa-
tion, alongside the stated priority of the task, is used to
reserve a time window during which the job will run. The
execution schedule queue is filled following a priority
FIFO queue, and in accordance with the required amount
of resources available or predicted to be available, at a
given time. Subsequently, a backfill phase fills the
scheduling gap with jobs of lower priority and/or smaller
size (See Figure 2). This has been shown to increase the
usage of HPC centers by 20% compared with scheduling
systems without backfill mechanisms. This set up is not
flawless as efficiency increases are typically perceptible
for small tasks, whereas medium or large tasks will gain
no benefit from the backfill mechanism as they are too
big to fill gaps between tasks of higher priority.
Capacity Scheduler. This scheduler permits the sharing
of a single (Hadoop) cluster among many entities in
such a way that the different applications are allocated
resources in a timely manner, and taking into account
hardware capacity (See Figure 3). The practice of shar-
ing a cluster is a direct consequence of the high cost of
maintaining such an infrastructure: not every organiza-
tion can afford the investment and for those who can,
under-exploitation of the cluster constitutes resource
wastage. Furthermore, any cluster of a significant size
have periods of high stress (peak of demand) and idle
periods, during which a high cost infrastructure is being
under-utilized. The Capacity Scheduler is designed to
allow each user/entity to be allocated a capacity quota,
with the added possibility to use any excess resources
not currently allocated to a task [48]. This provides high
throughput and elasticity, maximizing cost-efficiency.
Those features come with capacity/time safeguards pre-
venting a malicious or excessive allocation of resources.
The overall capacity splitting and allocation is governed
by a set of isolated queues, linked to a set of computa-
tional resources, through which entities (i.e. users) can
submit jobs with user-defined priority levels.

Fair Scheduler. Unlike the Capacity Scheduler, the Fair
Scheduler does not split the computer cluster (i.e. a
Hadoop cluster) into predefined computational blocks,
and instead aims to ensure that any job on the cluster
is allocated an equal share of the resources [49] (See
Figure 4). In this configuration, if a single task is run-
ning, it occupies the entire cluster. If a second task was
submitted, the resources initially occupied by the first
task would be slowly reallocated, to the new task until a
“fair balance’ is restored. The partitioning of the cluster
can be shaped by the priority of the task to be executed,
by altering the weights used to determine the fraction
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of computation time allocated to every job. Jobs are
organized into pools (owned by individuals or groups),
each benefitting from a fair share of the computational
resources; each pool supports fair sharing or FIFO
scheduling of the tasks submitted, and is guaranteed a
minimal level of resources upon submission of a job.
If this minimal operational criterion cannot be met (all
nodes are already allocated), the pool can be configured
to support killing tasks from other pools, thereby ensur-
ing the availability of resources. A key advantage of this
configuration is that killing an operation does not result
in the loss of a job, as computational tasks are fault-
tolerant and will be rescheduled (as it is implemented
in Hadoop).

(HT)Condor. Created in 1988, Condor (renamed
HTCondor in 2012) was introduced as a distributed
scheduler capable of managing a dedicated Beowulf
cluster (see Section II-E1). No centralized submission
point exists within the system, and every node hosts
its own job queue. It also includes a meta-scheduler
accepting acyclic task graphs by making the successful
completion of a set of tasks a dependency for future
jobs. Moreover, it offers a functionality that many do
not: it combines the latent computational power of idle
workstations to complement the resources of a dedicated
cluster. This feature is extended by ‘ClassAd’ which
enables the matching of specific ‘resource requests’ with
specific ‘resource offers’, thus enabling both jobs and
machines to specify their preferences, in term of running
platforms and appropriated tasks. For more information
about this advanced scheduling platform see Tannen-
baum 2001 [50], or the HTCondor website [51].

C. FAULT TOLERANCE

Fault tolerance is a central element of ‘Big Data’ computation
- even the fastest systems will eventually encounter a task
requiring hours to complete, yielding vulnerability to ongoing
tasks. The loss of a running task might not seem like a big
problem, however, should the task need to be completely
restarted, this can create a substantial setback to the overall
processing pipeline; this would in turn create financial costs,
which can rapidly multiply. It is therefore imperative to pre-
serve the integrity of running tasks. In this section, we review
the features of fault tolerance that current solutions attempt
to mitigate, before reviewing some of those solutions (see
Section III).

1) DATA PRESERVATION
To prevent loss of data, multiple policies can be used to
regulate storage: (1) task sensitive data can be duplicated,
preferably on separate hardware, to avoid a cascading fail-
ure, or (2) fault-tolerant file systems can be used to mitigate
hardware and/or system failure.

HDFS (Hadoop) [52], Cosmos (Microsoft) [53] or GPFS
(IBM) [54] are examples of file systems suited to this
task. Alternatively, including a solution involving Redun-
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dant Arrays of Inexpensive Disks (RAID) within the hard-
ware/software architecture could increase the possibility of
recovering from a storage failure, in addition to boosting the
I/O relative performances (RAID 5/6).

Some of these solutions constitute distributed data stor-
age, and therefore fall under Brewer’s conjecture that such a
medium can (at best) provide only two of the following three
guarantees [55]:

o ‘Consistency’: the ability to deliver the latest version of
a data item, according to the latest modification.

o ‘Availability’: the ability to deliver some data in the
event of a request.

« ’Partition tolerance’: the ability to continue operating in
the event of degradation of the network quality (packet
loss, delay, network partition, ...).

Under normal conditions, a system can operate without
compromising in terms of Consistency and Availability. The
choice only arises in the event of a network failure, if the
system were to remain operational. In 2002, this exclusive
choice was proven mandatory by Seth Gilbert and is now
known as the ‘CAP Theorem’.

2) MESSAGE DELIVERY

Message delivery drives the reliability and performance of
a distributed system. The multiple processes involved must
be able to communicate, coordinate, and transfer data as
needed. However, reliance on communication represents a
weak spot within the architecture, as it relies on the quality
of the network and on a larger scale, the ‘reachability’ of the
nodes. Imperfect by nature, this calls for a set of mechanisms
to detect a system failure and respond accordingly; three
paradigms are currently used within the solution landscape:

« At-most-once delivery (avoid duplication) [56]
« At-least-once delivery (for completeness concerns) [57]
« exactly-once (in an ideal world) [58]

Generally, all paradigms implement a check-pointing sys-
tem that asserts the correct departure of a message, its receipt,
and the existence of a functioning link between two nodes.
Consider two nodes communicating (a master and a slave)
and transmitting a unique message - how many messages
will be delivered if everything works correctly? If one packet
is lost? If the slave crashes? If the master crashes? If a
combination of failures occurs?

Naive communication involves the blind dispatch of the
message from the master to the slave. In the event of a failure,
the packet is lost during transmission, but no duplicate is
possible (i.e. at-most-once delivery systems). The simplest
fault-tolerant communication protocol involves requiring an
acknowledgement from the slave node upon receipt of the
message. In such a configuration, a lost packet will trigger the
re-submission of the message after an established period of
time. However, if the network fails during the acknowledge-
ment phase, this will instead trigger the generation and receipt
of a duplicate message (i.e. at-least-once delivery systems).
Preferably, a system should be able to deliver a message,
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regardless of the condition, once and only once. Such a
solution requires the presence of a counter on each node, that
identifies the origin and the unique ID of each transaction.
In the event of a failure, if re-delivery occurs, a duplicate
would be detected as the transaction’s unique ID would be
present twice [59]. This is a very simplified vision of what
an exactly-once semantic system could be, but the actual
implementation of such a system would have more technical
problems than can be addressed in this review. However,
it remains that the tracking of transaction states holds a central
place in the mechanisms enabling this functionality, and with
that, the preservation of the different tasks running.

3) TASK PRESERVATION

The end-goal of all fault-tolerance mechanisms is to maintain
the operation of the system until all tasks are completed
successfully, and the data are securely stored. When it comes
to task completion, the first and perhaps most common factor
that could put the operation in jeopardy is human error. In a
well-designed environment, if a job sub-task ran a faulty code
implementation or met a limit-case, this should not impact
the rest of the system. To ensure this, most compute engines
start each worker in separated context (multiple JVM process,
linux cgroups, virtual machines, containers, etc...) [60]—[63]
enabling a process to die without affecting the overall system.

In the case of a hardware failure, the re-scheduling of the
operation should be ensured to prevent a task from disappear-
ing; this is generally handled by the scheduler in charge of
monitoring the health of each task. Other engines keep a log
of the operations performed to attempt recovery of context
and data in the event of a system failure.

Finally, one of the most sensitive features related to the
robustness of a system is the presence of ‘single points of fail-
ure’: a unique part or function upon which depends the oper-
ation of the whole system. Should a central node (typically a
control node) or process cease to function, the entire system
would become inoperative and stop in an undetermined state,
leading to extensive maintenance and downtime. Most mod-
ern systems offer the possibility to be distributed/duplicated
over multiple identical nodes (redundancy) to prevent such
weaknesses.

D. DATA AVAILABILITY

Data availability is a substantial concern when dealing with
large amounts of data. If handled incorrectly, it can have
immediate adverse consequences on system latency and
throughput - as each computational task tries to acquire the
data it needs, it will also need to retain control of the compu-
tational resources required for the task, for however long data
retrieval takes.

This problem can extend further: in the event of a faulty
node or unstable network, data retrieval may need to be
repeated several times until a new node takes over the task
of the faulty/unreachable node. This can be catastrophic if
communication fails at a critical moment (i.e. peak usage),
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FIGURE 5. Beowulf cluster-based computation: A Beowulf cluster
composed of multiple pieces of convenience hardware ingests multiple
data entries. The computation scheduling and data routing are handled
by the custom software running along with the data. No built-in fault
tolerance exist. The result can be retrieved whenever the code execution
completes.
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and the consequent recovery procedures trigger cascading
issues that impact system latency.

Mitigating measures are typically taken to decrease the
danger of hardware failure but are not aimed at decreasing
the system’s data-driven latency. For this, at least one version
of the data should be located close to the compute node and,
depending on the problem, should persist in a shared memory
[64]. Note that this mainly applies to recursive tasks acting
multiple times upon the same data samples.

E. COMPUTE PARADIGMS

Thus far, we have introduced the concepts of distributed
computing, and Big Data appliances as a pool of computa-
tional power. The reality is largely different from the theory
however, as hardware and software constraints often structure
the application pipeline. We now introduce four successful
computational architectures that are used in various produc-
tion environments; these paradigms are often tailored to suit
particular markets, thus their individual implementation can
differ.

1) BEOWULF CLUSTER
This paradigm is widely used when prototyping systems,
including those that leverage multiple convenience comput-
ers. Originally tailored for a designated computer hardware
(built in 1994 at NASA, by Thomas Sterling and Donald
Becker [65]), today it does not require specific hardware.
Typically, a Beowulf cluster is anything with computational
power (See Figure 5), physically and logically interconnected
in a way that allows a task to be distributed (LAN + software).
There are a number of good practices to follow (state
saving, thread-safe data structures, communication synchro-
nization, etc.), but it is important to remember that this
architecture (unlike the Lambda or Kappa architectures,
reviewed below), requires significant customisation. Typi-
cally, a Beowulf application setup involves some form of
network abstraction (e.g. Parallel Virtual Machine [66]) to
enable the easy parallelisation of tasks by creating a logical
virtual machine using all available nodes, or fast inter-
machine communication (e.g. InfiniBand, Message Passing
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FIGURE 6. MapReduce based computation: A MapReduce computation
paradigm composed of four computing units. The data are grouped in
batch, preprocessed (Shuffle operation) and Mapped to the different
compute units. Each data entry so dispatched is expected to be of equal
size. The result is obtained upon completion of all individual
computations by Reducing the multiple outputs into a single resuit.
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Interface [67], [68]) to manage communication of heteroge-
neous nodes.

In essence, fault tolerance and data access in an application
is the responsibility of the cluster Designer, unlike for other
solutions that instead rely on the quality and performance of
off-the-shelf software solutions. Although hosting a Beowulf
cluster carries significant overhead, in terms of maintenance,
this approach still offers advantages due to its tailored infras-
tructure that can optimise for low latency, communication,
high memory performance, or distributed processing.

2) MapReduce

The MapReduce programming model is a distributed, fault-
tolerant paradigm [69] where computations unfold in three
parallel phases: (1) the Map method allows the initial
transformation (sorting, splitting, normalization, ...) of the
data, (2) the Shuffle operation reroutes the interdependent
datasets toward the designated computation units, and (3)
the Reduce step aggregates and consolidates the results [69]
(See Figure 6). In a way, this paradigm can be considered a
‘divide-and-conquer’ strategy as the Map primitive allows the
generation of individual datasets much smaller than the initial
tuples, thereby increasing the tractability of the individual
tasks to be undertaken (supposing that the initial task can
indeed be parallelized).

The native resilience and scalability of the MapReduce
paradigm is its main difference compared with Beowulf: by
constraining the manner in which the code unfolds (Map —
Shuffle — Reduce), it becomes possible to identify critical
points supporting the computation and optimize/protect those
points accordingly. Depending on the hardware specification
of the nodes supporting the code, this approach is capable of
dealing with large scale data (petabytes) within a reasonable
time frame [69].

3) LAMBDA ARCHITECTURE
The Lambda architecture can be considered the pinnacle
of Big Data computing: it is robust, well established [70],
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tested [12] and somewhat bulky [71] (See Figure 7). Lambda
architecture can be divided into three main modules:

o A batch processing layer controls handling the heavy
load of the computation. This MapReduce layer
runs requests in bulk, distributing tasks over many
cores/nodes (map operation), and aggregates the results
upon completion (reduce operation) without latency
related restrictions; in certain applications, tasks handled
this way can take between hours and weeks to complete.
Despite long computation times, this method remains
one of the most efficient, and is a direct consequence
of the architecture of currently available hardware solu-
tions.

o A Speed processing layer controls balancing the high
latency produced by the batch processing layer. This
layer conducts incremental computation to provide par-
tial results, thus enabling any service relying on its
architecture to continue operating while waiting for the
batch computation to complete. Through this pipeline,
the overall system is able to handle applications with
millisecond latency.

o A Serving layer ensures the results are coherent,
as the Lambda architecture contains two data production
pipelines that need to be merged correctly. This layer
takes the most complete and up-to-date version of the
result(s) to serve to the client application, efficiently
intertwining the two time scales in an (almost) seamless
way.

Within the treatment pipelines of Lambda, the operations
are carried on immutable data - only addition and deletion
operations are authorised. This paradigm is described as
‘human fault-tolerance’ by Nathan Marz and James Warren
[72]: if some records imputed are invalid, their deletion and
the re-computation of the results during the next batch will
correct the overall data and metrics. This architecture comes
with a set of characteristic features:

First, when erroneous data are entered and corrected,
an entire batch of data has to be recomputed, which can take a
substantial amount of time. However, as Lambda architecture
acts on immutable, discretized data-sets, recomputing the
data can be straightforward.

Second, each algorithm has to be implemented twice (a
batch version and a real-time version) thereby increasing
maintenance and development cost. Note that some high
level programming frameworks (Summingbird [73]) solve
the problem to an extent, by making it possible to implement
the algorithm once, before compiling it for both paradigms at
once.

Third, the architecture is not fit for every application:
machine learning e.g., requires a large amount of iterative
operations on which I/O times can have a huge impact. This
is primarily true for Apache Hadoop, and some mechanisms
have been implemented to by-pass it (see sub-section III-A1).

Finally, the requirement for two layers following two dif-
ferent paradigms often means that two different processing
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FIGURE 7. Lambda architecture driven computation: A Lambda
architecture computation pipeline composed of two main parts: a
MapReduce, batch processing, pipeline (in red) and a Speed processing
layer (in green). As data are submitted over time, they are grouped in
batch and submitted to the slow MapReduce pipeline. Each new data
entry added during the batch processing life cycle is handled by the
Speed processing layer. This will incrementally update a temporary cheap
approximation of the result space. The serving layer (in blue) aggregates
both, the exact output of the slow Batch layer and the fast approximation
of the Speed processing layer, always serving the best-known result for
the timestamp desired.
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FIGURE 8. Kappa architecture driven computation: A Kappa architecture
computation pipeline composed of three compute units. This paradigm
forgoes the bulky Batch layer of the Lambda architecture and transfers its
accuracy to the Speed layer. Unlike the previous setup, the data entries
here are immutable and the introduction of rectifying data items (in blue)
is the only way to amend an erroneous input (in red). The data are
handled in the same fashion as the Speed layer (in green) of the Lambda
architecture .

engines are needed. Although not immediately obvious, that
subsequently entails a double administrative policy, which
again adds to the overheads of running the infrastructure.

4) KAPPA ARCHITECTURE

First introduced by Jay Kreps in 2014 [74], and then
illustrated by Martin Kleppman at the 2014 Strangeloop con-
ference [75], Kappa architecture is a processing model sim-
ilar to traditional event-oriented programming. The Kappa
architecture is a simplification of the Lambda architecture,
in which the batch system is removed [17]. Kappa moves the
core background processes of a database into the foreground:
rather than storing the data itself, the system acts as a logging
module, storing the ordered, immutable, series of operations
that have transited through it. There are numerous impli-
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cations of this new paradigm, compared with the Lambda
architecture:

« A message logging system is required.

« No input data are lost, except if explicitly requested.

o Correcting an input is impossible, and instead a new
record is created that will balance out the previous erro-
neous entry.

¢ Only a single version of each algorithm needs to be
implemented.

This yields a fairly simple infrastructure (single time scale,
no algorithm duplication) where the computation layer has
to be efficient enough to maintain real-time performance,
capable of keeping up with the continuous stream of data.
Another theoretical point supposes the log/message system
will be able to replay messages on demand. This is an impor-
tant feature that enables performing re-computations needed
to ensure the integrity of the database upon modification of
an algorithm. This last aspect will not be extended here as the
implementation is very much dependent on the underlying
technology (see sub-section I1I-A3).

We have reviewed essential theoretical concepts that shape
the landscape of technological solutions available for Big
Data processing in real-time. Designers and end-users of
such solutions must consider their individual constraints,
and understand that these constraints dependent on: what is
expected of the system as a whole, its expected robustness
to failure, its ability to recover from fault and compensate
for the loss of data, the intended throughput, etc. Applica-
tions of ‘Big Data’ and data streams have properties that
will inevitably influence the decision to utilize one solu-
tion over another. We reviewed four compute paradigms,
which form the backbone of most off-the-shelf solutions.
These paradigms attempt to accommodate hardware and soft-
ware constraints to maximise performance and availability,
by increasing redundancy of data, and structuring processing
pipelines in order to leverage low cost computing archi-
tectures. Adopting such solutions comes at a cost, which
depends on the application requirements, i.e. the use of off-
the-shelf technologies is more cost effective than for the
application tailored specific solutions.

IIl. AVAILABLE SOLUTIONS

As the rise of Big Data yielded new challenges, the number
of off-the-shelf solutions grew in similar proportions. In this
section, we review a selection of technologies; although
these might rapidly become obsolete, our objective is to use
these solutions to qualitatively map the technologies cur-
rently available. This qualitative analysis is important as it
highlights the aspects that service providers believed were
important for Big Data, and have thus far survived market
pressures. To begin, we differentiate two types of solution:
(1) the specialized modules and (2) stacks considered ‘off-
the-shelf’. This first distinction is important as each module,
when considered separately, only covers a small portion of
the problems to be addressed when creating a fully fledged
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computational, fault-tolerant system. We do not discuss the
different implementation-specific limitations of the middle-
ware as these bear little weight with respect to the paradigm
and architecture they represent.

A. MODULAR SOLUTIONS

Amongst the modules available, we can differentiate a num-
ber of roles or aims - note these are not necessarily mutually
exclusive.

1) COMPUTE ENGINES

Processing capabilities is one of the pillars of Big Data.
Many types of compute engines exist (e.g. Apache Hadoop)
with each implementing the MapReduce or ‘‘real-time”
paradigms to a degree. Apache Hadoop is commonly thought
to be the embodiment of the Lambda architecture, which itself
is often mistaken for a simple batch processing architecture,
disregarding the benefit of the speed layer. Apache Hadoop
laid the foundation for many different compute engines and
merits a detailed discussion.

Apache Hadoop (see Table 1) is a compute cluster model
and implementation based upon the MapReduce paradigm
[76]. Its main role is the delivery of the (to be processed) data
blocks to the computational nodes available and the manage-
ment of the activity of these nodes. This is achieved using the
network-distance sensitive Hadoop Distributed File System
(dubbed HDFS) [52]. HDFS offers file splitting and redun-
dancy across the network, along with local rack-awareness,
enabling a smart triple-point redundancy of the data: one
copy on the node to perform the computation, another on a
neighbour node located in the local rack, and a third located
in a foreign rack to shield against power outage (note that
while other file systems are supported (see Table 1), some of
the redundancy functionality might not be operative for other
file systems than HDFS). Apache Hadoop architecture layers
are as follows:

Bi-layered: the HDFS layer carrying the data are distinct
from the MapReduce layer handling the computational
tasks

HDFS layer: contains two types of nodes, the NameN-
ode (controls scheduling and the indexation) and the
DataNodes (act as containers, and are the entities
through which data persistence and redundancy is imple-
mented).

MapReduce layer: also contains two types of nodes,
the JobTracker (the gateway to job submissions and
recipient of the rack-awareness information), and the
TaskTracker (manages the health and location of a task).
The TaskTracker node spawns a separate Java Virtual
Machine (JVM), efficiently shielding the rest of the
system from any operational crash. Any forcefully ter-
minated task (e.g. crash, fail, time out) is rescheduled,
leading to an at-least-once processing guarantee.

In its prime mode, Apache Hadoop presents itself as a
FIFO queue, treating the tasks in order of arrival. This can
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be extended by specifying one of five optional scheduling
priorities to favour some tasks over others; It is also possible
to define a customised scheduler that is better suited to a
particular workload. Additionally, its file system is designed
to hold very large amounts of data (tens of petabytes) -
while being possibly limited by the RAM requirement of the
namespace [77]) making it a valid data storage solution for
Big Data applications.

Apache Spark (see Table 1) [78] is considered the state
of the art of the MapReduce paradigm. It was developed
in response to one of the main limitations of the paradigm:
the heavy reliance on I/O operations to/from the disk to
perform batch computation. Apache Hadoop compute clus-
ters are inherently hard drive intensive because of the 1/O
oriented redundancy and data: the data loading — map com-
puting — result storage life cycle of the basic MapReduce
model becomes a time consuming process, especially for
tasks requiring successive iterations over the same dataset,
i.e. Machine Learning model training. Storing and keeping
immutable data in RAM directly reduces the overhead of the
model. Note that while machine learning training is an itera-
tive task, and could therefore be represented as a cyclic com-
putational graph, as for most stream engines presented here,
Apache Spark only supports acyclic computational graphs to
be processed (termed DAG, Directed Acyclic Graph).

Apache Spark augments both the MapReduce paradigm
and Apache Hadoop through the use of distributed data
objects [78], which provide degrees of fault tolerance and can
accommodate a range of querying languages through APIs.

All of the engines described so far are both particularly
well-suited and limited to batch processing.

Apache Spark Streaming (see Table 1) [79] moves further
towards real-time computing by enabling Apache Spark to
support micro-batch processing. It is set up by periodically
splitting any continuously incoming flow of data, and them to
the Spark nodes. This naturally decreases the latency deliv-
ered by the engine as the maximum idle waiting time for a
newly submitted dataset reduces hours to seconds.

The recent demand for real-time analytics and applications
has driven a paradigm shift to addressing messages instantly
upon submission and/or in order of production. This is one
more step beyond Apache Spark Streaming, in that the con-
cept of a batch is substituted by that of a single data record - as
mentioned earlier, such an approach has a number of practical
difficulties but constitutes the closest implementation of a
resilient computation engine that bears no latency.

Apache Storm (see Table 2) [80] is a distributed-stream
processing engine encoding the operations to be carried
out as an acyclic graph through which records (termed
events) - enter, flow and leave ‘transformed’. Unlike Apache
Spark, an event is not guaranteed to be treated at-least-
once nor exactly-once. This restriction can be bypassed with
Apache Storm Trident that provides an exactly-once pro-
cessing guarantee, by replacing the event-driven computation
paradigm with a micro-batch treatment. Apache Storm keeps
within memory the ‘history’ of the graph operations that
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TABLE 1. A comparison of the qualitative features of the Apache Hadoop, Apache Spark and Apache Spark Streaming compute engines. Programming
Level defines the level of hardware abstraction; Native file system file systems for which the engine was originally designed; Alternative file system file
systems that are now compatible, using with plugins to extend the original compatibility; Fault tolerance the presence/type of computational
preservation mechanism; Fault tolerance type the fault tolerance qualification; Semantic the level of computational guarantee the engine delivers;

Compute type the compute engine method for handling tasks as they arrive.

Apache Hadoop Apache Spark Apache Spark Streaming

Programming Level Low Mid Mid

Native file system HDEFS HDFS, HBase HDEFS

Alternative file systems FTP, Amazon S3, WASB Shared file system FTP, Amazon S3, WASB

Fault tolerance Yes Yes Yes

Fault tolerance type Re-scheduling Re-compute operation line Re-compute operation line

Load balancing Yes Yes Yes

Semantic EO

Compute type Batch Batch Stream through microbatch

Operating systems Windows, Linux Windows, Unix-based ‘Windows, Unix-based

Native language Java Java, Scala Java

Alternative language Any (wrapper) Python, R, Julia Scala, Python, Clojure, R

Ambivalent database/Data model HDEFS SQL, Dataframe, Cassandra, SQL, Dataframe, Cassandra,
HBase, Hive, Tachyon, files (CSV, HBase, Hive, Tachyon, files (CSV,
JSON, Parquet, ORC, Avro, text), JSON, Parquet, ORC, Avro, text),
any hadoop datasource NFES, GSC, any hadoop datasource

Source database and data providers None None Amazon Kinesis Streams, Twitter,

TCP sockets

Sink database and data providers None None

Processing order FIFO FIFO FIFO

Expected throughput Low Mid Mid

Latency (unit of time) Hours Minutes Seconds

License Apache 2.0 Apache 2.0 Apache 2.0

TABLE 2. A comparison of the qualitative features of computer engines: Apache Storm, Apache Flink and Apache Samza. Programming Level defines the
level of hardware abstraction; Native file system file systems for which the engine was originally designed; Alternative file system file systems that are
now compatible, using with plugins to extend the original compatibility; Fault tolerance the presence/type of computational preservation mechanism;
Fault tolerance type the fault tolerance qualification; Semantic the level of computational guarantee the engine delivers; Compute type the compute
engine method for handling tasks as they arrive.

Apache Storm Apache Flink Apache Samza
Programming Level High High High
Native file system Distributed FS HDFS, S3, GCS, MAPRFS (all Any
through FS abstraction)
Alternative file systems None Any distributed FS None
Fault tolerance Yes Yes Yes (using Apache Yarn/Kafka)

Fault tolerance type

Load balancing
Semantic
Compute type
Operating systems

Native language
Alternative language

Ambivalent database, Data model
Source database and data providers
Sink database and data providers
Processing order

Expected throughput

Latency (unit of time)
License

Re-compute from earliest failure
point onward

Yes

AMO, ALO, EO (through Trident)
Stream

‘Windows, Unix-based

Clojure, Java

Ruby, Python, Javascript, Perl, any
language using Apache Thrift

SQL

Any through spout abstraction (a
large number exist).

Time based
High
milliseconds
Apache 2.0

Re-compute from latest failure
point onward

Yes

EO

Stream

Windows, Unix-based

Java, Scala
Python

Apache Kafka, RabbitMQ, Amazon
Kinesis Streams, Apache NiFi
Twitter

Elasticsearch, HDFS, Apache Cas-
sandra, Redis, Flume, ActiveMQ
(via Apache Bahir)

Time based

High

milliseconds

Apache 2.0

Snapshot + Rescheduling

Yes (using Apache Yarn or Kafka)
ALO

Stream

Windows, Mac OS X (dev) and
Linux (dev + prod)

Java, Scala

JVM languages

Apache Kafka

Any (through plugable API)

Time based
High

Apache 2.0

generated the data, such that in the event of a job failure, this
information can be used to restart the job from the earliest
failure point, ensuring operation completeness.

Apache Flink (see Table 2) [81] is a relatively recent
stream processor exposing an only-once semantic and sup-
porting acyclic computational graphs. It is described as
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being dedicated to ‘distributed, high-performing, always-
available, and accurate data streaming applications’ [82].
Unlike Apache Storm, Flink ensures ordered data processing
based upon the timestamp of data production rather than the
time of arrival. Another strength of Apache Flink is the way
it handles backpressure (where downstream operators are not
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fast enough to process data at the same speed as the upstream
operator pushing the data):

In the case of two workers hosted on the same machine,
this process is achieved in memory whereas over the network,
the reading process unfolding over TCP connection is inter-
rupted in the event of a full buffer, effectively stalling the
source until more capacity is available.

As for previously mentioned engines, those operations are
carried out in a fault-tolerant fashion. A system of stream-
replay and distributed check-pointing [81] tracks the unfold-
ing of each task at the local and global scale and flags the
progression of the different operations involved. This enables
the rollback and recovery of a task in cases where one element
is faulty.

Apache Samza (see Table 2) [63] is another relatively
recent stream processing engine. It relies on Apache Kafka
for data communication (see Section III-A3) and Apache
Hadoop Yarn for fault tolerance, processor isolation, security
and resource management (see Section I1I-A2). As such it is
more of a stack than an independent compute engine, and
this was its intended purpose when LinkedIn developed it
concurrently with Apache Kafka.

Apache Samza resembles Apache Flink, but a key func-
tional difference is its inability to perform batch processing:
the engine is built entirely on the concept of streams and ordi-
nary queue distribution. Another difference is its reliance to
the stream partition functionality of Apache Kafka, to achieve
cross-machine task parallelism; the tasks themselves are iso-
lated within a process of a Linux cgroup analogously to
Apache Storm. Finally, Apache Samza cannot guarantee an
exactly-once semantic - although each element is ensured to
be treated, the fault tolerance and distribution model only
provide an at-least-once semantic.

2) COORDINATORS

We define ’coordinators’ as an umbrella term to describe
solutions in charge of maintaining the computation cluster
and/or task execution integrity. For instance, the software
might be used for another middleware to safely maintain their
configuration parameters, or for a task scheduler to maintain
the execution integrity of a group of computational instances.
Nonetheless, they form the central coordination piece of the
cluster, without which the good behaviour of the system is
impossible.

Apache Hadoop YARN (see Table 3) [83], or ’ Yet Another
Resource Negotiator’ [84], is a task scheduler coupled with
a resource dispatcher for distributed processing systems. It is
composed of two main components:

Resource Manager: the master authority of resource
and task distribution in the system.

Node Manager: a per-machine task and resource moni-
toring agent in charge of providing useful metrics to the
Resource Manager.

Within the Resource Manager agent there are two services
in constant communication: the Scheduler, responsible for
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allocating resources to the various running applications (with
respect to constraints and queues) and the Application Man-
ager, which handles job submissions (from their acknowl-
edgement and container negotiation, to the management of
fault tolerance). In the event of a failure forcing the restart of
the system, two options enable the (partial) preservation of
the service state, essentially making the event invisible to the
user:

Non-work-preserving Resource Manager restart,
preserves the state of the service in an external database
(Zookeeper, HDFS, LevelDB) and kills the existing jobs.
Upon failure, the state is restored and the previously
running application is re-started.

Work-preserving Resource Manager restart, pre-
serves the state of the service in an external database
but does not kill the existing jobs. Upon restart, the state
of the newly activated Scheduler is rebuilt using infor-
mation provided by Node Managers and Application
Masters.

Together, those communicating components form an
adaptable, customizable environment in which tasks are
maintained and can thrive. Despite this adaptability,
the infrastructure can be difficult to manage, especially for
users new to the system.

Apache Twill (see Table 3) [85], formally Apache Weave,
is an abstraction layer to Apache Hadoop YARN that allows
the use of its distributed capabilities through a programming
model similar to threading. However, because of their heavy
reliance on the Resource Manager, both Apache Hadoop
YARN and Apache Twill can potentially suffer from a single
point of failure.

Apache Zookeeper (see Table 3) [86] takes a different
approach, presenting a distributed coordination service - ini-
tially a sub-project stemming from Apache Hadoop, it is
now a first-level project. Zookeeper aims to offer a low-
latency, high availability, fault-tolerant distributed computa-
tional network, devoid of single points of failure. Zookeeper
attributes a name and a path to each node, much like any file
system; the difference lies in the low storage size available
(< 10KB), which is dedicated to the persistence of the cluster
configuration and identification of each node. As this is not
a Big Data passing/replicating system, it is necessary to run
this architecture alongside a database with which to share the
actual data to process.

Furthermore, the communication architecture demands
that at least (N + 1)/2 nodes (where N is the total number of
nodes in the system) are running at any time for the system to
maintain its operation. This translates into a three-node Kafka
cluster (running in Zookeeper) being able to bear a maximum
of one node failure, alike a four nodes system.

The official FAQ recommends aiming for a five node
system as the number of nodes has a negative effect on the
data writing speed of the ensemble (and a marginally positive
impact on the reading speed).
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Apache Curator (see Table 3) Apache Curator is an
Java/JVM client library for Apache Zookeeper that aims to
ease the use of the latter through a high-level API framework.
It is not a coordinator in its own right but packages a number
of pre-implemented procedures fit to tailor the coordination
of a cluster to specific needs [87].

HTCondor is a coordinator that offers additional capabil-
ities, that merit mentioning it here. HTCondor can harness
the computational capabilities of machines that are idle (such
as unused desktop machines), combining them into a bespoke
Beowulf cluster. It can dynamically detect available machines
and elastically adapt the distribution of the computational
tasks and related data to the size of the cluster [88].

3) MESSAGE PASSING SYSTEMS

Message passing systems are an important part of all Big
Data systems: when the quantity of data to be managed
increases such that a single system can not possibly handle it,
their displacement and direction towards the recipient nodes
can become a problem. Message passing systems handle
the heavy task of fault-tolerant message delivery and must
be horizontally scalable and well-behaved regardless of the
amount of data.

Apache Flume (see Table 4) [89] is a streaming platform
that aims to deliver information to the HDSF of Apache
Hadoop, thus it uses a simple structure optimized for that task,
based upon data streaming. Pictured as an information fun-
nel, driving data from various sources towards a centralized
sink, Apache Flume can handle any data source, including
social media, telecommunication networks, email, databases,
other streaming platforms or files. The fault tolerance within
Apache Flume is delivered through two steps: (1) every
incoming message is stored in a passive queue hosted by
the HDFS; (2) when two or more Flume processes need
to communicate, the message within the sender’s queue is
only deleted when the receiver has acknowledged receipt and
storage of the message content.

Apache Kafka (see Table 4) [90] was originally developed
by LinkedIn alongside Apache Samza and was designed to
compensate for the lack of ubiquity of Apache Flume. It is
a streaming platform enabling the easy interconnection of
multi-type data sources, compute engines and data sinks.It is
seen as the correct implementation of the Kappa architecture
in that it generates streams of data from sources that are,
in principle, never to be deleted. This enables any process to
be replayed from the beginning if any processing needed to
be amended.

Its foundations rely on Apache Zookeeper to coordinate
its different stream brokers; the clients are directly notified
by the coordinator of the availability of each data broker.
This means that when facing a running cluster, as long as
the client accounts for the list of brokers provided and tries
them sequentially, it is guaranteed to successfully send a
message regardless of the main receiver node’s availability.
Each message/event transmitted is then redundantly stored
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within a distributed fragmented log, ensuring fault tolerance.
In that respect, Apache Kafka is an efficient storage system.

The streams produced are organised in (user defined) top-
ics and handled by Producers (applications producing data)
and Consumers (applications receiving data) paired through
the simplest form of communication, and their API which
enables writing and reading from a data stream, respectively.
Extending those basic functionalities, results in a processing
and a connection framework:

Kafka Stream API, supports and promotes stateful
stream transformations. It is similar to Apache Storm
in the sense that this is achieved through the generation
of an acyclic computation graph distributed within the
cluster.

Kafka Connect, enables the external communication
to and from Kafka. It facilitates the ingestion of large
amounts of data (such as entire databases), in addition
to data assimilation on-demand; it can be run as a stand-
alone process or as a scalable, fault-tolerant cluster ser-
vice.

The advertised capabilities of Apache Kafka recommend
the clients to use the Kafka API, enabling managing of
error messages and buffering necessary to achieve robustness
within the platform.

RabbitMQ (see Table 4) was one of the first mature
(good level of features, client libraries, developer tools, doc-
umentation) message brokers on the market. Focusing on
message transmission, over archiving/retrieving events, it is
unlike Apache Kafka as it comes with a large variety of
messaging protocols such as AMQP, originally developed to
support STOMP, MQTT and HTTP. Unlike Apache Kafka,
RabbitMQ does not rely on an external coordinator to manage
its data brokers and consumers. Presenting a more monolithic
face, it assumes a server-centric model where the clients
are only expected to subscribe to a queue to start con-
suming/publishing messages. The server side (and therefore
queue side) assumes the buffering and distribution of the
messages to the appropriated consumers [91].

4) DATABASES

Databases are inevitably an important component of
production-grade ‘Big Data’ environments. While not
mandatory (data could simply be streamed and the results
consumed by the end-user without retention), they are ubig-
uitous and constitute main data sinks/sources. Loosely speak-
ing, we can differentiate the following types of databases:

« Relational DBMS (e.g. Oracle, MySQL, Microsoft SQL
Server, PostgreSQL, SQLite)

o Document databases, NoSQL (e.g. MongoDB, Ama-
zon DynamoDB, Apache Cassandra, CouchDB, HBase,
Couchbase)

o Graph databases (e.g. Neo4J, Titan, Giraph, Infinite-
Graph, DGraph)
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TABLE 3. A comparison of the qualitative features of the coordinators: Apache Hadoop YARN, Apache Twill, Apache Zookeeper and Apache Curator.
Programming Level defines the level of hardware abstraction;Fault tolerance the presence/type of computational preservation mechanism; Fault
tolerance type the fault tolerance qualification.

Apache Hadoop Yarn Apache Twill Apache Zookeeper Apache Curator
Type Cluster Coordinator Cluster Coordinator Cluster Coordinator Cluster Coordinator
Programming Level Low High Low High
Fault tolerance Yes Yes Yes Yes (through Zookeeper)
Fault tolerance type State save/reconstruction State save/reconstruction Master election / reroll Retry + Zookeeper
Load balancing Yes Yes Limited Yes

Operating system

(dev) Windows, Mac OS X,

(dev) Windows, Mac OS X,

(dev + prod) Linux (dev + prod) Linux (dev + prod) Linux
Native language Java Java Java, conf files
Alternative language None None None
License Apache 2.0 Apache 2.0 Apache 2.0

(dev) Windows, Mac OS X,

(dev) Windows, Mac OS X,
(dev + prod) Linux

Java, configuration files
None

Apache 2.0

TABLE 4. A commparison of the qualitative features the streaming platforms: Apache Kafka, Apache Flume, and RabbitMQ. Programming Level defines
the level of hardware abstraction; Native file system file systems for which the engine was originally designed; Alternative file system file systems that
are now compatible, using with plugins to extend the original compatibility; Fault tolerance the presence/type of computational preservation
mechanism; Fault tolerance type the fault tolerance qualification; Semantic the level of computational guarantee the engine delivers; Compute type the
compute engine method for handling tasks as they arrive.

Apache Kafka Apache Flume RabbitMQ
Type Streaming Platform, Compute En-  Streaming Platform Streaming Platform
gine
Programming Level High High High
Native file system N/A HDFS N/A
Fault tolerance Yes Yes Yes
Fault tolerance type Re-routing, data replication data replication data replication
Load balancing Yes Yes, at the sink level Yes (Queues), No (nodes)
Semantic Transaction: ALO (EO in dev.) ALO (EO in discussion) AMO, ALO (conf. dependant)

Compute type
Operating system

Native language
Alternative languages (for clients)

Stream API: ALO, EO
Stream
Windows, Unix-based

Java, Scala

C, C++, Python, Erlang, Go (aka
golang), .NET, Clojure, Ruby,
Node.js, Proxy (HTTP, REST),
Perl, PHP, Rust, Alternative Java,

stdin/stdout, Storm, Scala DSL,
Clojure

Ambivalent database/Data model Virtually any

Source database and data providers | N/A

Sink database and data providers N/A

Processing order Time-based

Expected throughput High

Latency (units of time) milliseconds

Open Source Yes

License Apache 2.0

N/A

Ubuntu, CentOS, Red Hat, Suse,
Mac OS X

Java, Scala

Assumes clients can produce a
Flume compatible message

HDFS
Any
None
FIFO
Mid

Yes
Apache 2.0

N/A

Debian-based, SUSE, Mac OS X,
RPM-based, Windows XP and later
Erlang

Java, .net, Objective-C, Ruby,
Python, PHP, Swift, Clojure,
JRuby, JavaScript, C, C++, Go,
Erlang, Haskell, OCaml, Perl,
Common Lisp, COBOL

Virtually any
N/A

N/A

FIFO

Mid

Yes
Mozilla Public 1.1

o Multi-model databases formed from hybrids of the
above (e.g. MarkLogic, Microsoft Azure Cosmos DB,
OrientDB, Apache Drill, ArangoDB)

Regardless of the type used, the setup needs to be scal-
able and robust enough (according to the Volume of the
data) to handle the high throughput of the computational
system. As such, distributed implementation seems optimal,
despite the constraints posed by the CAP Theorem (see
Subsection II-C1).

The choice of database systems and their specifications
is a vast topic and is outside the scope of this review.
Multiple benchmarks and reviews [92], [93] highlight the
capacity, strengths and weaknesses of existing databases,
and the different documentations for the products cited
above.
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B. FULL STACK AND CLOUD COMPUTING
1) MANAGED PLATFORMS
The main conclusion that can be drawn from this review is
that ‘Big Data’ and real-time analytics is a highly complex
and interdisciplinary field that requires diverse expertise in
network communication, IT infrastructure, storage, control
and optimisation; this expertise is required even before one
can begin to plan the types of processing and analytical
pipelines that could yield return on investment from the data
available. This expertise is likely to involve diverse teams,
whose roles will become critical for core operations of busi-
nesses.

For companies that are not involved in research and
development of computing solutions, this required expan-
sion can have substantial cost, and several service providers
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are offering simplified solutions, involving decentralised and
remote resources that are managed on behalf of customers.
The goal is to provide reliable and flexible solutions that can
be adapted to needs as they arise.

This is essentially a paradigm shift, where one purchases
the amount of resource needed for a particular task, as and
when it is needed. This is in contrast to the more traditional
model that sees hefty investments in hardware, software
and human resources, in anticipation of future needs, that
may or may not transpire. Dedicated computing hardware
hosted in-house, comprising desktops and computing clus-
ters, can be replaced entirely with cloud computing facilities
that are virtually as powerful and versatile as needed. This
resource can scale rapidly, on-demand, and provides extended
capacity and cost benefits. This is a new and volatile mar-
ket, however, and although the direction of travel is clear,
the precise shape of the technological landscape is likely to
see numerous changes in years to come.

This emerging market has been enabled by a range of
technologies, and several examples are worth outlining here.
Virtualization and containers, for instance, which abstract
software requirements from the hardware layer, have opened
up new possibilities. A particular set of software packages
can be developed and maintained in a given environment,
which can be reproduced and run elsewhere; the details
of the hardware being used becoming largely irrelevant for
most operations. Docker and Singularity are amongst popular
choices. These solutions play a critical role in the landscape
of technologies, and must provide resolutions to a wide range
of issues.

Security, for instance, is a concern that has slowed down
acceptance of these middleware solutions: as middle layers
must negotiate access to privileged resources on unknown
hardware, which in most cases is shared amongst groups of
users, permissive processes can become attack vectors for
malicious actors. Another such issue concerns the replication
of a given environment which may need low-level recon-
figuration, involving compilation steps that can introduce
small discrepancies in code and during execution. Such issues
can be deal-breakers for specialist applications that can-
not afford uncertainty. Cloud computing platforms, however,
have received a lot of attention, and keep growing rapidly. It is
predicted that the global cloud computing market will value
over $200B in 2019, growing over 50% from 2018 [94].

Abstraction layers afford a range of new opportunities to
developers, and come in various forms, ranging from bare-
metal cloud-server solutions effectively providing a basic
operating system on shared hardware (i.e. Rackspace), that
can be reconfigured on-the-go with a user interface (Ama-
zon Web Services (AWS), Microsoft Azure, Nutanix), up to
modular access to specific tools that manage and optimise
network communication, data storage or even out-of-the-box
analytical pipelines (i.e. Google Cloud Platform). These tools
may monitor communication between decentralised entities,
rearrange and move data in response to resource outage at
a particular geographical location, organise communication
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queues to minimise packet loss, or adjust the processing
pipeline. Developers thus trade convenience for flexibility,
leaving the system to manage itself. A consequence of this
evolving situation is that users tend to become ‘vendor-
locked’, due to the cost of redeveloping code that does not
rely on these convenience mechanisms.

2) TASK SCHEDULING AND RESOURCE ALLOCATION IN THE
CLOUD

In the paradigm where a company budgets and purchases only
as much resource they need, for exactly the time they need
it, it falls on the provider to ensure that task scheduling and
resource allocation is organised and managed efficiently, and
at a reasonable cost. This is particularly important for real-
time analytics of data streams because the characteristics of
the input flows are likely to vary over time (see Section II-A),
and providers are thus required to be responsive and flexible
to demand whilst keeping costs low [95], [96]. Our review
takes the perspective of the user, not that of the provider. Thus
describing in detail the paradigms deployed by the providers
falls outside the remit of the work presented here. We feel it
is valuable, however, to become familiar with the landscape
of approaches that providers may deploy, and the focus of
what they see as important. This is not, however, an easy task:
big companies, like Google [97], Amazon, Microsoft, or even
Facebook [98] or Twitter, tend to keep most of the details
of their technology under embargo for significant periods
of time, for evident reasons. This technology, which may
be available for hire, may also be subject to change at a
moment’s notice.

For cloud solutions providers, decisions supporting the
provision of computing resources only make sense in the
context of their own business plans, and the way they
may drive profits. Margins typically stem from a range
of sources, spanning customer-facing features (like an Al-
based API, or a robust lossless network queue) and back-end
optimisations (like the efficient management of virtualized
resources, or geo-localised redundancies of data centers).
In addition, although the democratization of Al and data
are now pervasive in virtually every sector, for any given
user, the development of a cloud-based product remains a
significant endeavour, and thus providers have the hard task
of streamlining their offering, ease access and remove hurdles
to adoption.

On the one hand, sources of margins are tangible assets,
often available to customers for comparison. On the other
hand, costs minimization strategies are more opaque and
complex, and ensuing technological decisions may bear sig-
nificant weight on scheduling capabilities for any given
cloud provider. In addition to the more typical costs of run-
ning a global company, cloud providers must manage the
costs involved of running their infrastructure, providing users
with security, robustness and redundancy. Costs associated
with energy consumption, for instance, and associated task
scheduling decisions can make or break a provider [99],
[100]. It is also worth noting that applications that are now
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common, like your typical natural language processing (NLP)
feature, used by personal assistant systems on mobile devices,
bear significant carbon footprint. It was for instance demon-
strated that the training alone of a common NLP deep learning
network can be equivalent to the carbon emissions of five cars
in their lifetimes [101]. Such studies provide ground for the
development of so-called Green Cloud Data Centers, which
attempt to maximise revenue for cloud providers whilst at
the same time minimizing energy cost and carbon footprints
[102].

Global cloud providers do attempt to design solutions that
provide flexibility in dealing with such issues. At the time
of writing, a good example of “out-of-the-box™ thinking is
exemplified by the Dremel architecture that powers several
core services at Google [103], [104]. Unlike typical tabular
data that is accessed sequentially, the Dremel architecture
is characterised by two features that are designed to reduce
response time for big data, and are optimised for MapReduce-
based computing architectures and applications.

o Columnar storage: Data records are split and stored in
columns, not rows as has been customary in databases.
This innovation has the advantages that the high degree
of redundancy in any given column can be compressed,
and that queries can thus manipulate small subsets of
the whole data. A disadvantage, however, is that the
architecture is optimised for retrieval and updates can
thus be extremely costly.

o Processing tree architecture: In addition to a high degree
of storage redundancy, the processing of a query relies
on decentralised sub-queries that are operated in sepa-
rate nodes (leaves). Sub-queries are then simply consol-
idated in a tabular way, if and when needed.

It is our belief that years to come will see the industry move in
that direction, proposing technologies in response to common
customers’ needs, such as lossless network queues, as well as
entirely new ways to structure data to align with current on-
demand paradigm for flexible applications.

IV. PRACTICAL CONSIDERATIONS
A. DECISION POINTS
In light of the difficulty comparing platforms on an equal
footing, and short of realistic and meaningful benchmarking,
one relies on theoretical considerations to inform decisions
on architecture to implement. We can imagine that, for every
problem, it is possible to formulate a Kappa or Lambda
architecture oriented solution based on the fact that (1) the
Kappa architecture is essentially a refined and persistent
version of the Lambda’s speed layer, tasked with compen-
sating for the latency of the batch engine and (2) that the
Lambda architecture can be applied to any problem, even in
extremely inefficient fashion. We, therefore, provide here a
set of aspects that indicate if a particular problem is more
efficiently solved using one architecture or the other.

Let us begin with latency: if the application to be designed
holds low latency constraints, the simplest approach is the
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Kappa architecture which treats the elements as they arrive
with minimal delay.

Second, we move to the data time dependency: if the
application needs to integrate over an infinite period of
time to formulate an answer, then Kappa architecture will
present the simplest implementation, through the use of expo-
nential decay (i.e. Reinforcement Learning) of incremental
assimilation. Alternatively, if the time dependency is limited,
the Lambda architecture is a better choice: the batching of the
data reduces the overhead associated with a single, isolated,
computation instantiation - it requires set up once per batch,
instead of once per event.

Third, the complexity of the algorithm is taken into
account. The Lambda architecture requires a double imple-
mentation of each algorithm to compensate for batch layer
latency, which means that the more complex the algorithm,
the harder and more expensive it is to maintain. Subsequently,
the need for hardware maintenance is evaluated: most com-
pute engines capable of handling the Kappa architecture
can only tolerate a certain number of failed nodes before
experiencing service discontinuity. The Lambda architecture
features a natural inactivity period (node dependent - between
batches), that is minimised by the scheduler (see subsection
II-B), where most of the compute nodes are at rest making it
easier to schedule a mass maintenance operation.

Finally, we consider the recursive nature of the algo-
rithm: in any architectural case, this aspect can induce prob-
lems. Some compute engines (Apache Spark, Apache Spark
Streaming, Apache Flink) come with features enabling the
iteration over the same set of data without the overhead
of loading the data from the disk. However, this feature is
not part of the architectural design of these paradigms as
it constitutes an application specific case. In the absence of
such a feature, the Message Passing System can be employed
as remedy, continuously rewriting the same piece of data
within the streaming pipeline or shifting the reading index
backward accordingly. Unfortunately, this is just a patch and
more research is needed to develop a more durable solution.

B. REAL-LIFE ILLUSTRATIONS

As a result, multiple integrated hosting platforms (e.g.
Microsoft, Amazon, Google) offer compute paradigms on
demand, enabling them to cover as many applications as
possible. Those architectures, when combined, permit the
elaboration or addition of numerous technologies. In an over-
simplified view, our computerised financial world works in
such a way: the Real Time Gross Settlement System (RTGS)
is a real-time system handling important transactions as soon
as they are submitted (gross settlement). These are usually
large economy critical systems operated by the central bank
of a country, but on the other hand, payment systems in charge
of handling smaller transactions batch them for periodical
clearing. Similarly, telecommunications hot-billing exploits
near real-time systems to track service usage by individual
users of prepaid packages whereas billing for postpay pack-
ages can be batch assessed after a fixed period.
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As the maturity of the available middlewares and the com-
putational power increases, more applications will be within
the grasp of businesses. The Internet of Things (IoT), which
refers the widening network of ordinary objects communicat-
ing, comes with the production of a massive amount of het-
erogeneous information that can be relevant to a multitude of
fields. For instance, while most [oT devices focus on usability
and interactivity, the large-scale aggregation of basic infor-
mation, such as whether or not the device is running, could
open the door to pattern identification, consumption extrap-
olation and eventually, to more efficient power grid man-
agement systems. This would enable the ingestion of high
volume of data produced by smart homes in nearly real-time.

C. DATA STREAM MINING TECHNIQUES AND
ALGORITHMS AND MOBILE DATA MINING

For over a decade, research has been conducted on Data
Stream Mining (DSM) algorithms to address the ‘Velocity’
aspect of Big Data. The two main drivers behind these devel-
opments are: (1) rapid model construction and the update
of techniques to cope with high velocity data streams; (2)
changes in the pattern encoded in the stream (also known
as concept drift) which data mining algorithms aim to learn.
The advancement of DSM algorithms has enabled the imple-
mentation of Data Mining applications on Mobile Devices,
smartphones and tablets, leading to distributed mobile data
mining systems.

1) ADAPTING BATCH DATA MINING TECHNIQUES TO
ANALYSE DATA STREAMS

Several approaches have been proposed to modify existing
data mining techniques for their application on streaming
data, such as windowing, sliding windows [105], [106] and
reservoir sampling [107]. The underlying concept of window-
ing or the sliding window approach is to only consider recent
data instances for building data mining models. A variable
size sliding window technique is the ADaptive sliding WIN-
dow method (ADWIN) [108]. ADWIN changes the window
size based on observed changes: if there are changes then
the window shrinks, if there are no changes it increases.
A drawback of ADWIN is that windows can potentially
become very large which results in longer time requirements
for adaptation. Reservoir sampling maintains and updates a
representative sample of all the data in stream, and can be
used to build data mining models representative of all the
data observed so far. However, models built using reservoir
sampling assume that each data instance, regardless of when
it was generated, is equally represented in the pattern encoded
in the stream.

Standalone concept drift detection methods exist, and
are typically used in combination with batch data mining
algorithms and sliding window approaches. For example,
the sequential analysis technique CUmulative SUM [109]
detects a drift when the mean of incoming data deviates
significantly. The Exponentially Weighted Moving Average
(EWMA) uses charts to monitor the mean of misclassifica-
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tion rates of a classifier, and gives less weight to older data
instances and greater weight to more recent data instances.
A traditional concept drift detector, named Drift Detection
Method (DDM) [110] computes error statistics over two con-
secutive time windows, however, this method tends only to
detect sudden drifts while gradual drifts are frequently missed
[111]. The Early Drift Detection Method (EDDM) [112] is a
further development of DDM,; its drift detection is based on
estimating the distribution of distances between classification
errors, however EDDM is very sensitive to noise. A more
recent concept drift detection method tailored for machine
learning uses statistics about the extent to which models are
modified by newly arriving data [113].

2) ADAPTIVE DATA STREAM MINING ALGORITHMS

Most of these algorithms can be broadly categorised into
classification and clustering techniques. This section dis-
cusses Data Stream Mining algorithms that are adaptive to
concept drift without the need for a separate concept drift
detection or windowing method. Other more specialised algo-
rithms exist, but are outside the scope of this review.

a: DATA STREAM CLASSIFICATION TECHNIQUES

A notable family of data stream classification techniques
are the Hoeffding bound based techniques. The Hoeffding
inequality provides an upper bound for the probability of
the sum of a random variable diverging from an expected
value. This Hoeffding bound has been used successfully for
the development of various data stream mining algorithms
known as Very Fast Machine Learning (VFML) techniques
[114]. An additional development of classification techniques
based on the Hoeffding bound is the Hoeffding Tree family
of algorithms: the original Hoeffding Tree algorithm was able
to learn incrementally in real-time [115] and has since been
improved in terms of accuracy and data processing speed
into the Very Fast Decision Tree (VFDT) algorithm [116],
which can adapt to concept drift, by further expanding the
tree. Unfortunately, this adaptation is very limited as previ-
ously learned concepts are not forgotten, thus the CVFDT
algorithm (where C is for Concept Drift) was developed and
removes this limitation by using a sliding window approach
to alter entire subtrees. It is important to note that the tree
structure makes tree-based data stream classifiers suscepti-
ble to noise. Alternatively there are rule-based data stream
classifiers, such as VFDR [117] or Hoeffding Rules [118],
which have more modular classification models. They may
not reach the same levels of predictive accuracy as tree-based
approaches but are generally more robust to noise. Additional
approaches include APSO based on particle swarm opti-
mization [119], Prototype-based Classification Model [120],
SFNClassifier [121] and ensemble-based frameworks [122].
There are constantly more methods being developed and there
is no single classifier that works well on all data stream
sources. Therefore it is important for the analyst to have a
good tool-set of algorithms available to tailor predictive data
stream mining workflows to specific application needs.
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b: DATA STREAM CLUSTERING TECHNIQUES

Cluster analysis is the method of grouping of data with sim-
ilar characteristics, with the aim of having a high degree of
similarity within a cluster, but a high degree of dissimilarity
between clusters. With respect to cluster analysis on data
streams, clustering algorithms must have a short processing
time, ideally one pass through the data to adapt to concept
drifts should be sufficient; and they also need a minimum
memory footprint (as not all observed instances can be kept
in memory). To date, several such algorithms have been
developed, and an early algorithm in this direction is BIRCH
[123]. Rather than storing raw data, BIRCH generates, stores,
and updates statistical summaries of clusters; in this manner,
BIRCH can learn incrementally but cannot forget obsolete
concepts. These statistical summaries are known as Micro-
Clusters and many data stream cluster analysis algorithms
are based on some form of Micro-Cluster data structure;
typically they hold as many of these structures in memory as
computationally viable, and on demand, in an offline process,
can build actual clusters by treating Micro-Clusters as data
instances.

In this sense a notable development of BIRCH is the
CluStream algorithm [124] which extends Micro-Clusters to
include a time component, which enables CluStream to detect
obsolete Micro-Clusters and thus forget obsolete concepts
and browse through historical models. Another extension of
BIRCH is the ClusTree algorithm, which implements hierar-
chical data stream clustering, however a major shortcoming
of CluStream is that these clusters are circular, whereas many
problems require alternative shapes. To address this, the Den-
Stream algorithm [125] introduces ‘dense’ Micro-Clusters
to summarise clusters using an arbitrary shape. In addition
the authors of [126] developed a density based clustering
algorithm in combination with rough sets. There is also a
Micro-Cluster based development for the purpose of clas-
sification, the MC-NN algorithm, in which a new Micro-
Clusters data structure has been developed to parallelise data
stream classification in order to scale to multi source and high
velocity data streams [127]. A recent data stream clustering
approach is the A recent Micro-Clusters based development,
for the purpose of classification, is the MC-NN algorithm,
in which a new Micro-Clusters data structure has been devel-
oped to parallelise data stream classification in order to scale
to multi source and high velocity data streams [127]. As for
data stream classification many more data stream clustering
algorithms exist, and it is important for the analyst to have
a strong toolkit of algorithms available so they may tailor
workflows to the specific needs of the application at hand.

3) DATA STREAM MINING ON THE GO IN EDGE
ENVIRONMENTS

A discussion of streaming analytics in mobile environments
is also necessary due to the growing importance of edge
computing. Edge computing refers to distributed computing,
in which data storage and processing is kept closer to the
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devices at which data are recorded, so-called edge devices
[128]. The purpose of edge computing is to optimise com-
putation by reducing data communication delays. In IoT
applications such edge devices are often sensors, smart-
phones, tablets. The combination of edge computing with
Data Stream Analytics has been subject in Data Stream Min-
ing research for over a decade. Overall it is expected that with
the roll out of G5 technology data driven machine learning
applications will move closer into the edge then ever before
[129]. Systems are realised either with specialised mobile
hardware or off the shelf mobile devices such as Personal
Digital Assistants (PDAs) or in recent years smartphones
and tablets. There have never been better opportunities to
leverage the increasing computational power of such devices,
owing to their increasing computational and storage capacity,
readily available sensor systems such as gyroscopes, cam-
eras, microphones, and connectivity such as Wi-Fi, mobile
internet, Bluetooth, etc. Formerly core functionalities such
as phone calls and text messages, seem nowadays just like
an additional feature rather than core functions. Such mobile
data mining systems started off with basic Mobile Interfaces
executing data analytics tasks server side but then quickly
moved into on-board execution and hybrids [130].

An early representative of mobile data mining systems
is MobiMine developed in 2002 [131]. MobiMine offered
mobile on the go analytics capabilities for stock market
prices. MobiMine is based on computationally limited PDAs
which had little computational power at the time and thus
presents a Mobile Interface and computational tasks are exe-
cuted on a server architecture. The same group that developed
MobiMine developed the Vehicle Data Stream Mining System
(VEDAS) [132] using PDAs on board of moving vehicles
to monitor driving behaviour using pattern extraction from
streams to detect abnormal behaviour. Its commercial pen-
dant is MineFleet [133]. As smartphones became available
capable of recording and processing data in real-time through
their sensor and processing capabilities, software systems that
allow execution of algorithms on smartphones have emerged,
like the Open Mobile Miner (OMM) [134]. Shortly after the
Pocket Data Mining System (PDM) framework appeared as a
first proof of concept that exploration and collaborative data
mining is possible in streaming environments [130], [135].
Since PDM various smartphone based data stream mining
technologies emerged, such as Mobile Sensor Data Engine
(MOSDEN) [136]. MODSEN similar to PDM and attempted
to create a mobile collaborative analytics platform optimised
for sharing data across multiples applications and users to
make use of smartphones’ sensory capabilities. Another such
development is UniMiner [137]. UniMiner aims to achieve
scalability of data mining tasks through hybrid execution
models, leveraging computational power of wearables, smart-
phones and the cloud, aiming at maximising data processing
at the source, thus minimising data communication cost. The
data Reduction on the Edge architecture (RedEdge) [138]
also aims at computing data in the edge close to its source.
RedEdge makes use of IoT devices as its primary data pro-
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cessing environment. However, in case of unavailability, i.e.
due to low battery, it offloads data processing to either near
devices or the cloud.

D. CONJECTURES

Considering the surge in IoT currently occurring worldwide,
an approach similar to telecommunication billing could be
imagined in other left-behind fields, such a water and elec-
tricity billing. We still have, in 2020, to handout the reading
of the different meters to the different provider for them to
be able to approximate our periodic billing. This practice is,
in our opinion, certainly a legacy of the pre-connectivity era
that required human action for any data collection process,
coupled with the heterogeneity of the entities managing the
infrastructures.

On the other hand, while this usage suggestion follows
the trend of the ever-growing data collection and IoT devices
multiplication, we foresee potential network issues stemming
from the exponential growth of those appliances. While it is
customary to use low power communication interfaces for
IoT devices, this only limits the amount of data that can
be emitted on the LAN, per device. However, considering
their number and coupled with the young age of the indus-
trial market (no unified communication protocol standard,
no enforced security policies [139], [140], limited under-
standing of the technology), we might not be able to anticipate
the appearance of billions of ever-measuring new devices on
the network, constantly connected to the cloud [141].

This will require ever more elastic infrastructure and
scheduling to prevent any discontinuity of services: as data
processing infrastructure become more and more vital for
the diverse companies, optimizing the costs and maximizing
the availability will prove ever more critical to the business.
Current compute stacks and architectures already put the
emphasis on those characteristics through the use of node
redundancy and job re-scheduling. However, most of the
distributed systems currently available - at least in the open
source domain - are not natively elastic and require a custom
implementation/stack to achieve this model.

V. CONCLUDING REMARKS

Big Data Technologies and Analytics for Data streams has
recently emerged as a field of study, due to the development
of IoT and similar applications. There is a vast landscape
of technologies, platforms and applications for Big Data,
however, they vary widely and can often build upon funda-
mentally different principles. This review aimed to organise
the landscape of technologies, by applying some form of clas-
sification or categorisation, and discussed the advantages and
limitations of different approaches. In this context, the review
discussed computational concepts, compute paradigms, and
some of the available solutions, and provided a pratical dis-
cussion of the strengths, weaknesses and limitations of these
with respect to their functions, applications and what would
constitute the ‘ideal’ system. The paper aimed to emphasis the
computing principles of the technologies rather than the indi-
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vidual distributions. The reason for this is that the computing
principles enjoy a much increased longevity than the indi-
vidual distributions. Often already existing computing princi-
ples or paradigms can be found in new technologies. Another
aspect discussed is the scalablity and flexibility of existing
technologies with respect to the surge of IoT applications
and devices. Here a lack of unified communication standards
and heterogeneous security policies may overburden existing
technologies in the near future. A more flexible infrastructure
and easy to use/implement systems are desirable to ensure
continuity of services and maximizing availability.
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